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Exp. 2: MPLAB Basics
Objective
To be familiar with Microchip MPLAB Integrated Development Environment (IDE) and the whole process of building a project, implementing and modifying simple codes, compiling the project, and simulating the code.

Pre-lab Preparation:
1- Read the Tutorial according using MPLAB (Start.pdf). 

2- Read the PIC16F84 data sheet chapters 1, 2 especially (2.1, 2.2, 2.3). 

3- Review the sections in the book regarding the Memory (Chapter 2) and MPLAB (Chapter 4).

Procedure:

This lab experiment is composed of four parts. All parts involve using MPLAB and implementing codes to learn key issues.

Part 1

Part 1a

In this section we will learn the steps necessary to create a project using MPLAB and then once created, we will learn how to compile it to create the necessary files that will allow us to simulate the project or alternatively, to program the microcontroller with the machine code generated.
[ ]
Create a directory on the PC in D drive under the Lab2 folder in which to store all of your work. 

[ ] 
Open a new text document and write the following:

    movlw 06
    movwf 01
    nop

          nop
         end 

[ ]
Save the text file you created with Lab2_P1.asm (Make sure that the extension is .asm and not  .txt).
[ ]
Start the MPLAB software on your PC. 

[ ]
To create a project in MPLAB, follow the following simple steps: Select the Project ( Project Wizard menu item. In the device selection menu, choose 16F84. Click next. In the Active Toolsuite, choose Microchip MPASM Toolsuite. Click next. Name the project Lab2Part1. For the project directory, make sure to browse to your created subdirectory. Click next. Add the file called Lab2_P1.asm. Make sure to check the box next to the name after the file has been added. Click next. Click Finish. 
[ ]
From the window Tab, select the Lab2Part1.mcw window. Double click on the Lab2_P1.asm file name in the project file tree. The file Lab2_P1.asm should open now in the editor window. This is where you will usually write your programs, debug them and simulate them.

[ ]
To compile your project; from the Project Tab, choose Build All. Your program should compile now, and you should see a small window showing details of the compilation process and the following message "Build Succeeded" (Note the new files generated in your directory named: Lab2_P1.hex, Lab2_P1.lst, and Lab2_P1.err).  

Exercise 1:

Write a code segment that initializes the INTCON register with the value 5. (You can get the address of INTCON register from the data memory map in PIC16F84 Datasheet.) Then compile it and make sure that there are no error messages.
Note: save the file as EX1.asm and the project Lab2_ex1.

Part 1b

In this part we will use the same code used in Part1a.

Simulation is a very powerful tool in the hands of the embedded system developer. It allows us to actually run the code we have written on the computer and check whether it is working properly as expected without having to program the chip.  In this part we will see an example of some of the abilities of the simulator.
[ ]
From the Debugger Tab, choose Select Tool, and then enable MPLAB SIM for the simulator. Then from the same Tab, go to Settings. Select the Osc / Trace Tab and set the desired processor frequency to 4 MHz. This will tell the simulator in MPLAB to assume that Fosc is 4 MHz. Click OK to close the settings window.

[ ]
From the Window tab, select the Tile Horizontally. This will show you all the current active       windows in your project.

[ ]      Select the Debugger (  Reset, and then choose the Processor reset menu item or press F6. The software should highlight (with a green arrow). In this step, you have told the simulator to start behaving as if the microcontroller has just been given power. So, it is now ready to start execution of your program. It is now ready and waiting at the reset vector for your next command. Note that the program is not running yet. 

[ ]
Select the View ( Watch Window. From the SFR drop down list, choose TMR0. Click the Add SFR button. Repeat the same procedure but for INTCON and OPTION _REG. You should now note that your new Watch Window has these four register names listed, along with their addresses and contents. Select the TMR0 row. Right Click and select the Properties button. Note that you can view a register as hex, decimal, binary, or ASCII.

[ ]
Hit F7 to step through the program one instruction at a time. Notice the PCL register counting in the status bar. The PCL register is the low byte of the program counter and shows what address in memory the microcontroller is going to execute next. This method of using the simulator is very useful when you want to check for errors and for debugging purposes. (Note that the value of TMR0 register after the execution of these two instructions is 06).

Part 2

In this part we will learn the equ directive and how we can use it in our programs to make it meaningful.
 [ ] 
Open a new Text document and write on it the following:

    Tmr0  equ 01 
    movlw 06
    movwf Tmr0

    nop

    nop
    end 

[ ]
Save the text file you created with Lab2_P2.asm.

[ ]
Create a new project using this file as in Part1a. Name the project Lab2Part2. 

 [ ]
Compile the project and note if there are any errors, did the compiler recognize Tmr0, how?

Exercise 2:

Write a code segment that initializes the TRISB register with the value 8 using the equ directive. You can get the address of TRISB register from the data memory map in PIC16F84 Datasheet. To ensure that you wrote a correct code view the TRISB register from Watch window, step through the code and notice if the value of TRISB is being initialized correctly, if not why?

Note: save the file as EX2.asm and the project Lab2_ex2.

Part 3

In this part we will learn the include directive and how can we use it in our programs to make them meaningful.
 [ ] 
Open a new Text document and write on it the following:

   # include “p16f84.inc"   

   bsf STATUS, RP0 

   movlw 12

   movwf OPTION_REG

   nop

  nop
   end 

[ ]
Save the text file you created in folder Lab2 with name Lab2_P3.asm.

[ ]
Create a new project using this file as in Part1. Name the project Lab2Part3, and add the file Lab2_P3.asm 
[ ]
Compile the project and note if there are any errors, did the compiler recognize OPTION_REG,        how?

[ ]     View the OPTION_REG register from the Watch window, step through the code and notice if the value of OPTION_REG is being set to 12, if not why?

Exercise 3

3.1) Write a code segment that initializes the TRISB register with the value 255 but now using the include directive and without using equ. 

3.2) Repeat part 3.1 above but initializes the TRISB register with the value  -1 

Note: save the file as EX3.asm and the project Lab3_ex3.

Part 4

In this section we will learn how to step through a simple program that adds two numbers, and review the skills of simulation.

 [ ] 
Open a new Text document and write the following:

   
         N1 equ 0x20

Result equ 22

movlw d'55'

movwf  N1

movlw B'11100111'

addwf N1,w

movwf Result

end 

[ ]
Save the text file you created with Lab2_P4.asm. Find the value stored in Result after running the program.

Discussion and Follow-up

1. How many bits are in a nibble? How many nibbles are in a byte?
2. Refer to Chapter 2 of the data sheet. What is the address of the PORTB register? 

3. Build project Lab2_P3 again. You will notice a certain message.  This is because direct addressing of an address higher than 0x7F. If you set the cursor on the message and then double click on the message MPLAB will show you what line in the source code caused it to occur. Which register is causing the warning message, what is its address, and what bank is it in?

4. Are the names of the SFR (Special Function Register) registers used in the program case sensitive or not? Check this by changing the name of one SFR register to small letters and then compile the project. 

	Name
	Address
	Value

	V1
	0x25
	B’00110111’

	V2
	0x26
	D’36’

	V3
	0x27
	a’A’

	Result
	0x28
	?


5. Write a program that implements the 


following equation: 

R = 2V1+V2+V3



Where the addresses and values of the variables are as follows:
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